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Abstract 
 

This paper describes an experimental comparison of 
two reading techniques, namely Checklist-based reading 
(CBR) and Perspective-based reading (PBR) for 
Object-Oriented (OO) design inspection.  Software 
inspection is an effective approach to detect defects in the 
early stages of the software development process.  
However, inspections are usually applied for defect 
detection in software requirement documents or software 
code modules, and there is a significant lack of 
information how inspections should be applied to OO 
design documents. 

The comparison was performed in a controlled 
experiment with 59 subject students.  The results of 
individual data analysis indicate that a) defect detection 
effectiveness using both inspection techniques is similar 
(PBR:69%, CBR:70%); b) reviewers who use PBR spend 
less time on inspection than reviewers who use CBR; c) 
cost per defect of reviewers who use CBR is smaller.  
The results of 3-person virtual team analysis show that 
CBR technique is more effective than PBR technique. 
 
1. Introduction 
 

For more than twenty-five years software inspections 
have been considered an effective and efficient method 

for defect detection.  Inspections have been extensively 
investigated through controlled experiments in university 
environment and industry case studies.  However, in 
most cases software inspections have been used for 
defect detection in documents of conventional structured 
development process, such as functional requirement 
documents or code modules [1,13,15,20].  There is a 
significant lack of information about how inspections 
should be applied to Object-Oriented (subsequently 
denoted OO) artefacts, such as OO code and design 
diagrams, because inspections were developed when the 
structured development process was dominant.  Since 
over the past decade OO development methods have 
replaced conventional structured methods, it is very 
important to adapt the existing inspection techniques and 
develop new ones for OO artefact inspection. 

Different reading techniques, which provide 
guidelines how to examine software artefacts and 
identify defects, are used during inspection.  The most 
popular are Ad hoc and Checklist-based reading 
(subsequently denoted CBR) [13] techniques.  The Ad 
hoc reading technique does not provide any instructions 
for the inspector on how to proceed during defect 
detection activity.  CBR [6] provides the inspector with 
a checklist, which consists of procedural guidelines and 
“yes/no” questions.  The inspector has to answer those 
questions while reading the software document.  One 
more approach is the Scenario-based reading.  It 

 



provides inspector with a scenario, describing how to 
proceed and what to look for during inspection [12,14].  
Several variants of scenario-based reading have been 
proposed: Defect-based reading [15], Reading technique 
based on function points [5] and Perspective-based 
reading (subsequently denoted PBR) [1,12,13,14].  The 
Defect-based reading concentrates on specific defect 
classes.   The functional point based reading technique 
focuses on specific function point elements.  PBR 
focuses on the perspectives (points of view) of the users 
of software documents. 

To the best of our knowledge, little work has been 
done until now in the area of inspection of OO design 
document, written in the notation of Unified Modelling 
Language [4] (subsequently denoted UML).  One of the 
examples is a controlled experiment described in [12].  
In this paper, the authors experimentally compared two 
reading techniques, PBR and CBR.  The comparison 
was made in a controlled experiment with eighteen 
subjects and two software systems.  The results of that 
experiment showed, that 3-person inspection teams, 
which used PBR, had 41% effectiveness improvement 
and 58% cost per defect improvement over CBR teams.  
Other examples are described in [18,21], where the 
authors propose a set of reading techniques, called 
Traceability-Based reading (subsequently denoted TBR).  
The main idea of TBR is tracing information between 
design documents to ensure consistency (Horizontal 
reading), and between design documents and 
requirements to ensure correctness and completeness 
(Vertical reading).  In [18] the authors presented an 
initial empirical study that was run to assess the 
feasibility of these reading techniques.  The authors of 
those studies came to the conclusion that OO design 
document inspections need to be further investigated. 

It is necessary to conduct software inspection 
experiments in different environments, using different 
people, languages, documents, etc. in order to understand 
all the aspects of software inspections more completely.  
We conducted a controlled experiment in Osaka 
University to compare CBR and PBR techniques for the 
UML diagram inspection.  The subjects of the 
experiment were 59 third-year Bachelor students, and the 
language used during experiment was Japanese. 
Individual results as well as team results were compared.  
In the individual result comparison, we compared defect 
detection effectiveness, time spent on inspection and cost 
per defect of subjects who used CBR and PBR inspection 
techniques.  In the team result comparison, we 
compared the defect detection effectiveness of CBR and 
PBR 3-person virtual teams.  Briefly, the results of the 
experiment indicate that the subjects who used PBR have 
spent less time on inspection compared to those who 
used CBR, but they have greater cost per defect.  The 
individual defect detection effectiveness for both 
inspection techniques is similar (PBR:69%, CBR:70%).  

Comparing the team results, however, we learn that the 
3-person virtual teams that used CBR have higher defect 
detection effectiveness than the 3-person virtual teams 
that use PBR inspection technique. 

The structure of the paper is as follows.  Section 2 
gives an explanation of two reading techniques – CBR 
and PBR.  In section 3 the planning of the experiment is 
described.  Section 4 describes the experimental 
subjects and objects.  Threats to validity are described 
in section 5, and the analysis of the data is presented in 
section 6.  In section 7 the results are discussed, and 
conclusions are given in section 8. 
 
2. Checklist-based reading and 
Perspective-based reading 
 

This section describes two reading techniques, 
namely Checklist-based reading and Perspective-based 
reading, which we used during our experiment. 
 
2.1. Checklist-based reading 
 

CBR has been a commonly used technique in 
inspections since 1970’s.  Checklists are based on a set 
of specific questions that are intended to guide the 
inspector during inspection. 

In a survey of software inspection [13] the authors 
discuss a list of weak points of CBR. First, the questions 
are often general and not sufficiently tailored to a 
particular development environment.  Secondly, 
concrete instructions how to use the checklist are often 
missing, i.e. it is often unclear when and based on what 
information an inspector is to answer a particular 
checklist question.  Finally, the questions of the 
checklist are often limited to detection of defects that 
belong to particular defect types (inspectors may not 
focus on defect types not previously detected and, 
therefore, may miss whole classes of defects). 

We have developed the checklist for UML diagram 
inspection by ourselves, based on the structure presented 
by Chernak [6] taking into consideration the weak points 
of CBR discussed in [13].  It consists of two 
components: “Where to look” (a description where to 
search for defects) and “How to detect” (a list of 
questions that should help the inspector to detect defects).  
The checklist contained 20 questions, and this is in line 
with the recommendations of Gilb and Graham [9] that a 
checklist should not be longer than a page 
(approximately 25 items). 
 
2.2. Perspective-based reading 
 

The main idea of the PBR technique is that a software 
product should be inspected from the perspective of 

 



different stakeholders [1,2,3,12,13,14].  The 
perspectives depend on the roles people have within the 
software development and the maintenance process.  
For examining a document from a particular perspective, 
PBR technique provides guidance for the inspector in the 
form of a PBR scenario on how to read and examine the 
document. 

The PBR scenario consists of three major sections 
[12,14]: introduction (describes the quality requirements, 
which are most relevant to this perspective); instructions 
(describe what kind of documents to use, how to read, 
how to extract the necessary information) and questions 
(set of questions which inspector has to answer during 
the inspection).  The main objective of the use of 
instructions for reading a document from different 
perspectives is to gain a better defect detection coverage 
of a software artifact. 

Three scenarios were developed for experiment: User 
scenario, Designer scenario and Implementer scenario.  
Inspection consisted of several steps.  Each of them 
included the following information: diagrams to inspect, 
tasks to carry out, and questions to answer. 
 
3. Experiment planning 
 

In this section, the planning of the inspection 
experiment is described.  It includes experimental 
variables, hypotheses and design of the experiment. 
 
3.1. Variables 
 

Two types of variables are defined for the purpose of 
the experiment: independent variables and dependent 
variables. 

The independent variables include reading techniques, 
virtual team size and composition, duration of 
experiment, experience of subjects, etc.  In our 
experiment, we let only reading techniques change, while 
other independent variables were kept constant.  
Reading techniques (CBR and PBR) were independent 
variables in our experiment. 

We measured two types of dependent variables – 
dependent variables for individual subjects and 
dependent variables for 3-person virtual teams, which are 
described in Table 1. 

Dependent variables for individual subjects were the 
variables calculated for each subject, such as the number 
of defects found, time spent on inspection, defect 
detection effectiveness, cost per defect.  In addition, we 
measured average values of number of detected defects, 
time spent on inspection and defect detection 
effectiveness for subjects who used CBR and those who 
used PBR inspection technique.  Although students 
have found more defects than it was seeded into UML 
diagrams, we decided to evaluate only a number of 

seeded defects found, because additional defects detected 
by students were not actually defects. 

Dependent variables for the 3-person virtual teams 
were number of defects found by three members of the 
virtual team, maximum time spent on inspection, average 
number of unique defects detected by the team members 
and average team defect detection effectiveness.  The 
time spent on inspection by the 3-person virtual teams 
was calculated choosing the maximum time spent by the 
inspectors of the team, because we wanted to compare 
the maximum time necessary for inspection using PBR 
and CBR.  Method of combining subjects into virtual 
teams and of grouping those teams into statistically 
independent groups are described in Section 6.2.  
 

Table 1. Dependent variables 
 

Type Dependent variable 
Number of defects found by a subject (DEF) 
Time spent on inspection (TIME), in minutes 
Defect detection effectiveness (EFF), in 
percent, calculated using the formula: 
EFF = (DEF / Total number of seeded defects) 
* 100 
Cost per defect (COST), in minutes, calculated 
using the formula: COST = TIME / DEF 
Average number of defects found by the 
subjects 
Average time spent on inspection 

For 
individual 
subjects 

Average defect detection effectiveness 
(AV_EFF), in percent, calculated using the 
following formula: 
AV_EFF = (Average number of defects found 
by subjects / Total number of seeded defects) * 
100 
Number of unique defects found by 3 members 
of a virtual team 
Maximum time spent on inspection in minutes, 
calculated by choosing the maximum time 
spent by inspectors of the 3-person team 
Average number of unique defects found by the 
team members (AV_TEAM_DEF) 

For 
3-person 
virtual 
teams Average team defect detection effectiveness 

(AV_TEAM_EFF), in percent, calculated using 
the following formula: 
AV_TEAM_EFF = (AV_TEAM_DEF / Total 
number of seeded defects) * 100 

 
3.2. Hypotheses 
 

We stated two types of hypotheses before the 
experiment: the hypotheses for the individual inspectors 
and a hypothesis for 3-person virtual teams. 

 
3.2.1. Hypotheses for the individual inspectors.  We 
assumed (H01) that the subjects who used PBR technique 
during inspection should spend less time on inspection 
than those who used CBR, because a PBR scenario 

 



 covers only the UML documents related to a 
corresponding perspective and reviewer does not need to 
examine UML documents not related to his perspective.  
However, subjects who used CBR were supposed to 
examine all UML documents, and they needed to spend 
more time on the inspection.  In addition, we assumed 
(H02) that subjects who used PBR should have higher 
cost per defect, because they need not only to answer the 
questions, but also to perform various tasks before 
answering the questions.  We did not know how 
different could the defect detection effectiveness of both 
methods be, so we only assumed (H03) that PBR defect 
detection effectiveness should be different from CBR 
defect detection effectiveness. 

PBR  User Designer Implementer
CBR 

 
Seminar 
system 7 6 6 11 

Hospital 
system 7 6 6 10 

 
Figure 1. Experimental design 

 
4. Experimental subjects and objects 
 

This section discusses the subjects and objects used in 
the experiment.  Subjects refer to the reviewers, and 
objects refer to the software artefacts inspected.  The 
description of defects and experiment operation is given 
as well. 

Based on those assumptions, the following null 
hypotheses were stated: 

H01: Subjects spend more time on inspection using 
PBR than using CBR;  H02: Cost per defect of subjects who use PBR is lower 
than the cost per defect of subjects who use CBR; 4.1. Experimental subjects 

 H03: There is no difference in defect detection 
effectiveness of subjects who use PBR inspection 
technique as compared to subjects who use CBR. 

Subjects were 59 participants in the 3rd year of the 
Software Development course of Osaka University. They 
have had previous classroom experience with the 
programming languages, Object-Oriented development, 
UML, software design activities and conventional 
software review. 

 
3.2.2. Hypothesis for the virtual teams.  We assumed 
(H04) that team defect detection effectiveness should be 
different for PBR and CBR 3-person virtual teams.  The 
following null hypothesis was stated for PBR and CBR 
inspector virtual teams: 

The class was divided into two groups of 29 and 30 
students, and each group included subjects with the same 
mix of abilities (based on marks from Program Design 
class).  Each group then focused on inspection of one 
software system.  Inside each group, subjects were 
divided into two subgroups, each of them focused on 
only one inspection technique (PBR or CBR). 

H04: There is no difference in defect detection 
effectiveness of the 3-person virtual teams, which use 
PBR inspection technique as compared to the 3-person 
virtual teams, which use CBR inspection technique. 
 After the experiment, we asked the students to fill in 

a feedback questionnaire.  The aim of this questionnaire 
was to collect subjective information on the level of 
difficulty (easy, medium, difficult) in understanding the 
software systems and a checklist or a scenario which they 
were using during the inspection; experience in software 
inspections, opinion about usefulness of such 
experiments in practice.  Most of the subjects had no 
previous experience in software inspections. 

3.3. Experimental design 
 

An experiment consists of a series of treatments.  To 
get the most out of the experiment, it needs to be 
carefully planned and designed [19].  When designing 
an experiment, it is necessary to look at the hypotheses 
and to see which statistical analysis it will be necessary 
to perform to reject the null hypotheses.  Since we 
wanted to compare two inspection techniques CBR and 
PBR against each other, we chose design type of “one 
factor with two treatments” [19].  This is a simple 
experiment design for comparing two treatment means.  
Subjects are randomly assigned to each treatment, and 
each subject uses only one treatment on one object. 

 
4.2. Experimental objects 
 

UML diagrams (paper-documents) of two software 
systems (Seminar system and Hospital system) were used 
as inspection objects.  The Seminar system was dealing 
with the activities such as arrangement of seminar 
schedules, seminar hall reservation, lecturer designation, 
audience subscription, report reception and grading, etc.  
The Hospital system included activities such as oral 
consultation, medical examination, treatment of the 
patients, prescription of the medicines, etc.  The number 
of diagrams for each system is given in Table 2.  The 

The design our experiment is shown in Figure 1.  
The reading techniques PBR and CBR are the treatments 
in our experiment.  Each student participated only in 
one treatment (used either PBR or CBR reading 
technique during experiment), and inspected one 
software system (either Seminar or Hospital). 

 

 



size of Seminar system documentation was 24 pages, and 
the size of Hospital system documentation was 18 pages. 

At the beginning of the project, we held a training 
session in order to improve student’s understanding of 
the software systems used.  Students received 
description of the requirements, Use-case diagram and a 
part of the Class diagram, and were asked to create 
Sequence and Component diagrams of those systems. 

During the experiment, system requirements 
description and Use-case diagram were assumed to be 
defect-free.  The rest of the diagrams might contain 
defects.  At least three defects were inserted into each 
type of UML diagrams (Class, Activity, Sequence and 
Component). 

Students who were using CBR needed to inspect all 
the diagrams of the corresponding system.  However, 
students who used PBR technique during inspection were 
inspecting only documents relevant to a specific 
perspective.  The assignment of UML documents to 
inspection perspectives is shown in Table 2 (“U” 
corresponds to User’s perspective, “D” – to Designer’s 
perspective, “I” – to Implementer’s perspective in Table 
2).  The assignment was based on a UML diagram 
development process, which students were learning 
during Software Design course.  The main steps of this 
process are: the first step – development of Use-case 
diagrams; the second one – describing system activities 
in Activity diagrams; the third step – defining static 
structure of the system in Class diagrams; the fourth one 
– modelling dynamic aspects of the system in Sequence 
diagrams; the fifth step – detailed description of object 
states in Statechart diagrams; the sixth step – 
development of the Component diagrams.  The User’s 
perspective in our experiment covered the second, and 
partially the third and the fourth steps of software 
development process; the Designer’s perspective covered 
the third and the fourth steps; and the Implementer’s 
perspective covered the sixth step, and partially the third 
and the fourth steps. 
 

Table 2. Experimental objects 
 

Number of diagrams PBR 
scenarios UML 

diagram Seminar 
system 

Hospital 
system 

CBR  
U D I

Class 1 1   
Activity 8 7   

Sequence 12 7  
Component 1 1   
 
4.3. Defects 
 

In [18,21] authors describe defect taxonomy for UML 
design diagrams that previously had been proven 
effective for requirement’s defects [2].  This taxonomy 

classifies defects by identifying related sources of 
information, which are relevant for the software system 
being built.  Authors defined five types of defect: 
Omission (one or more design diagrams that should 
contain some concept from the general requirements or 
from the requirements document do not contain a 
representation for that concept); Incorrect Fact (a design 
diagram contains a misrepresentation of a concept 
described in the general requirements or requirements 
document); Inconsistency (a representation of a concept 
in one design diagram disagrees with a representation of 
the same concept in either the same or another design 
diagram); Ambiguity (a representation of a concept in the 
design is unclear, and could cause a user of the document 
to misinterpret or misunderstand the meaning of the 
concept) and Extraneous Information (the design 
includes information that, while perhaps true, does not 
apply to this domain and should not be included in the 
design). 

We summarized defect taxonomy proposed by 
[18,21] authors into three types of defects: syntactic, 
semantic and consistency defects.  Syntactic defects 
include Omission and Extraneous Information defects, 
semantic defects include Incorrect Facts and Ambiguity 
defects, and consistency defects correspond to 
Inconsistency defects. 

In total fifteen defects were inserted into the software 
documents: 3 into the Class diagrams, 4 into the Activity 
diagrams, 5 into the Sequence diagrams, and 3 into the 
Component diagrams. 
 
4.4. Experiment operation 
 

Experiment was conducted in academic environment 
during a Software Development course in December 
2001.  The language of experiment was Japanese.  The 
following timetable was used to arrange the experiment: 

Week 1: Training session to improve student’s 
understanding of the systems.  The class was divided 
into two groups of 29 and 30 students.  One of the 
groups received Requirement’s description, Use-case 
diagram and part of Class diagram of a Seminar system.  
The other group received the above-mentioned 
documents of a Hospital system.  Students were asked 
to create Sequence and Component diagrams of each 
system. 

Week 2: Explanations of the experiment activities and 
conduction of the inspection experiment.  Two rooms 
were used, one for each inspection technique – PBR and 
CBR.  Students were divided into two groups: 38 (for 
PBR technique) and 21 (for CBR technique).  Before 
the experiment students listened to the explanations, 
which lasted approximately 20 minutes.  After the 
explanations were given, experiment was conducted.  
Experiment consisted of 120-minute (excluding 
explanations) individual inspection task.  Students were 

 



inspecting the same software system they had analyzed 
during the training session. 

Week 3: Feedback questionnaire to collect additional 
information from students.  The results from the 
questionnaire showed that inspectors who used CBR and 
those who used PBR had similar level of difficulty to 
understand checklist and scenarios, however inspectors 
who used PBR had better understanding of software 
systems they inspected.  Most of the students had no 
previous experience in software inspection experiments, 
and most of them stated that such experiments could be 
useful in practice. 
 
5. Threats to validity 
 

There are four groups of threats to the validity of the 
experiment results: internal validity, external validity, 
conclusion validity and construct validity [19]. 

Threats to internal validity are treats that can affect 
the independent variable with respect to causality, 
without the researcher’s knowledge.  In our experiment 
there are no threats to history, maturation or mortality, 
because subjects participated only in one treatment and it 
lasted no longer than 2.5 hours.  There might have been 
some threat to selection, because experiment was a 
mandatory part of the course.  To minimize it, we have 
randomly assigned the subjects into groups which used 
only one of the reading techniques.  In addition, we 
checked the groups to be similar in aspect of the level of 
student’s knowledge.  The objects (UML diagrams), 
which we used, could also have influence to the internal 
validity – threat of instrumentation.  We made sure for 
both software systems to be similar in size and 
complexity.  There was no risk for subjects to lack 
motivation, because students were told that the grading 
of the course would depend on their performance during 
inspection. 

External validity concerns the ability to generalize the 
experiment results to industry practice.  The biggest 
threat to the external validity is that students were used 
during the experiment as subjects.  However, students 
were in the end of their third year of studies in software 
engineering, close to their start working in the industry.  
There are more experiments reported in the literature, 
where students were successfully used as subjects 
[10,17,18].  The design documents were similar to those 
which are used in practice, but the size of systems in 
industry is usually larger.  However we think, that the 
amount of documents which subject were required to 
inspect was appropriate. 

Threats to conclusion validity are concerned with the 
issues that affect the ability to draw the correct 
conclusion about the relationship between dependent and 
independent variables.  Threats with respect to the 
subjects are limited, since we used third year students 

who have had similar knowledge and background, 
therefore there was no threat to random heterogeneity of 
subjects. 

Construct validity concerns the ability to generalize 
from the experiment results to the concept or theory 
behind the experiment.  The subjects did not know what 
hypotheses were stated, and they did not know the 
expected result of the experiment, so those threats to 
validity are considered small. 

It can be concluded that there were threats to internal 
and external validity, but they were not considered large 
in this experiment.  To increase the reliability of the 
results, replications of this experiment should be done. 
 
6. Data analysis 
 

This section describes the data collected during 
experiment and the statistical tests, which were used 
during data analysis. The section consists of 2 
subsections: individual and team data analysis.  In 
individual data analysis subsection, we analyze data of 
the individual inspectors.  In team data analysis 
subsection, we combine the inspectors into virtual teams 
and analyze team results. 
 
6.1. Individual data analysis 
 

Two types of data were collected during the 
experiment, time data and defect data.  Time data 
showed how much time each subject spent during the 
inspection.  The added defect data showed the number 
of defects, which were detected by the subject.  We 
calculated cost per defect (average time spent to detect 
one defect) and defect detection effectiveness 
(percentage of seeded defects which were detected) for 
every subject using formulas described in Table 1. 

We compared time spent on inspection, cost per 
defect and defect detection effectiveness of subjects who 
used CBR and those who used PBR technique during 
inspection.  The box-plots of those variables are shown 
in Figure 2, Figure 3 and Figure 4, and the statistics are 
given in Table 3.  In the Figures 2-4, the box-plots 
graphically show the central location and 
scatter/dispersion of the data.  The line on the left shows 
parametric statistics: the diamond shows the mean and 
the confidence interval around the mean, the notched line 
shows the requested percentile range.  The notched box 
shows non-parametric statistics: the median, lower and 
upper quartiles, and confidence interval around the 
median.  

As we can see from Table 3 and Figures 2-4, 
inspectors who used PBR inspection technique spent on 
the average 18% (11 min) less time on inspection than 
inspectors who used CBR.  Cost per defect of inspectors  
 

 



 
Table 3. Statistics of time spent on inspection, cost per defect and effectiveness 

 

Variables Reading 
technique 

Number of 
subjects Mean SD SE 95% CI of 

Mean Median IQR 95% CI of 
Median 

CBR 21 62.9 11.7 2.5 57.6 to 68.2 61.5 15.7 54.3 to 70.0Time spent 
on inspection PBR 38 51.3 15.1 2.5 46.3 to 56.3 50.0 17.1 44.2 to 59.2

CBR 21 6.2 1.6 0.4 5.4 to 6.9 6.1 2.7 4.9 to 7.6 Cost per 
defect PBR 38 10.2 3.5 0.6 9.0 to 11.4 9.9 4.1 8.5 to 11.6

CBR 21 70.2 11.5 2.5 64.9 to 75.4 73.3 20.0 60.0 to 80.0Effectiveness PBR 38 69.1 15.3 2.5 64.0 to 74.1 69.1 22.0 66.7 to 77.8
 
 

 who used CBR is 39% lower (4 min/defect) than of 
inspectors who used PBR.  Inspectors who used PBR 
and those who used CBR exhibited similar defect 
detection effectiveness (about 70%). 
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Figure 4. Defect detection effectiveness (%) 
 

Parametric (Independent samples t-test) and 
non-parametric (Mann-Whitney) tests [11,19] were used 
to test the hypotheses for the individual inspectors. 

Figure 2. Time spent on inspection (minutes) The statistical results of testing hypotheses H01, H02 
and H03 are shown in Table 4 (“TIME” corresponds to 
time spent on inspection; “COST” corresponds to cost 
per defect; “EFF” corresponds to defect detection 
effectiveness in Table 4).  The results of the statistical 
tests show that the hypotheses H01 and H02 can be 
rejected, but hypothesis H03 cannot be rejected. 
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Table 4. Statistics for t-test and Mann-Whitney 

test 
 

Statistics TIME 
(H01) 

COST 
(H02) 

EFF 
(H03) 

t-test P value 0.0036 <0.0001 0.7769 
t-test t value 3.04 4.97 0.28 

Mann-Whitney 
test P value 0.0043 <0.0001 0.7145 

Mann-Whitney 
test U value 212 102 376 

 Figure 3. Cost per defect (minutes) 
In other words, it is statistically significant that 

 



subjects spend more time on inspection using CBR 
inspection technique than using PBR inspection 
technique.  In addition, it is statistically significant that 
cost per defect of subject who used PBR inspection 
technique is higher than the cost per defect of those who 
use CBR.  However, there is no statistical significant 
difference in defect detection effectiveness of individual 
reviewers between CBR and PBR inspection techniques.   

05588352000
!6

!6!6
!3

673538311 =
××

×
×× PCCC  (1) 

 
The number of CBR and PBR 3-person virtual team 

comparisons for Hospital system was calculated using 
the following formula (2): 

 

01016064000
!6

!6!6
!3

673437310 =
××

×
×× PCCC   (2)  

6.2. Team data analysis 
  An example of comparison between PBR and CBR 

3-person virtual team groups is shown in Figure 5 (“C” 
corresponds to subjects who used CBR technique during 
inspection; “U”, “D” and “I” correspond to subjects who 
used PBR User’s, Designer’s or Implementer’s 
perspectives of respectively). 

Beside individual data analysis, team data analysis 
was performed. In this section, we describe the way to 
combine subjects into 3-person virtual teams and 
compare CBR and PBR team results. 
 
6.2.1. Subject assignment to virtual teams.  Beside 
individual result analysis, it is also important to evaluate 
team results for different reading techniques.  Real team 
meetings [7,12,15,18] as well as virtual teams [1,3,20] 
are reported in literature.  We decided to use virtual 
teams because we were more concerned with the range of 
team’s defect coverage than with issues of interaction 
between members.  We simulated team results by taking 
the union of the defects detected by the reviewers of the 
team. 
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The data of one reviewer using each of the three 
perspectives was included into PBR 3-person virtual 
teams, and any three reviewers were included into CBR 
3-person virtual teams.  The number of students who 
used CBR technique in Seminar system and Hospital 
system was different, therefore the number of unique 
teams for each system was also different: Hospital 
system (10 subjects) – 120 unique teams, Seminar system 
(11 subjects) – 165 unique teams formed.  Both Seminar 
and Hospital systems were inspected using the same 
number of PBR inspectors, and the number of unique 
PBR teams was 252 for each system. Figure 5. Comparison between CBR and PBR 

3-person virtual team groups  
 6.2.2. Grouping virtual teams into statistically 

independent groups.  In the previous section, we 
described the way to combine subjects into teams.  To 
avoid statistical dependence of the teams, we grouped 
them into statistically independent groups so that in each 
group the data of each subject was included only once. 

6.2.3. Comparison of CBR and PBR virtual team 
results. PBR and CBR 3-person virtual team groups 
were compared with respect to defect detection 
effectiveness.  The number of comparisons when either 
CBR or PBR was more effective, or both techniques 
were equally effective is shown in Table 5. To compare CBR and PBR 3-person virtual teams, six 

3-person teams of inspectors who used PBR technique 
were combined into one PBR group, and three 3-person 
teams of inspectors who used CBR techniques were 
combined into one CBR group (Figure 5). 

 
Table 5. Comparison of CBR and PBR 3-person 

virtual team groups 
 

The number of CBR and PBR 3-person virtual team 
comparisons for Seminar system was calculated using the 
following formula (1): 

Team defects detection effectiveness Software 
system CBR>PBR PBR>CBR CBR=PBR
Seminar 54753326688 585743712 544449600
Hospital 10160482176 8064 149760 

 

 



As we can see from Table 5, CBR teams have 
exhibited higher defect detection effectiveness that PBR 
teams for both Seminar and Hospital systems. 

We used t-test with significance level of 2.5% to 
evaluate in which of comparisons either CBR or PBR 
inspection technique had significant difference with 
respect to team defect detection effectiveness.  Out of 
comparisons, which exhibited significant difference in 
t-test, we counted the number of comparisons in which 
either CBR or PBR was more effective; or both 
inspection techniques were equally effective.  We made 
two types of comparisons: including all types of defects 
and omitting syntactic defects.  The results of 
comparisons are given in Table 6.  As we can see from 
Table 6, in all comparisons between CBR and PBR 
3-person virtual team groups, which showed significant 
difference in the t-test, CBR team groups exhibit higher 
defect detection effectiveness than PBR teams. 
 
Table 6. Comparison of CBR and PBR 3-person 

virtual team groups after statistical tests 
 

Defect detection effectivenessComparison 
type 

Software 
system CBR > 

PBR 
PBR > 
CBR 

CBR =
PBR 

Seminar 7631557968 0 0 All defects 
included Hospital 7233873848 0 0 

Seminar 6968160000 0 0 Syntactic 
defect omitted Hospital 85122000 0 0 

 
7. Discussion 
 

In this section, an interpretation of the results is given.  
The following hypotheses show significant results: 

H01 – Subjects spend more time on inspection using 
PBR than using CBR. (t-test P = 0.0036; Mann-Whitney 
test P = 0.0043) 

H02 – Cost per defect of subjects who use PBR is 
lower than cost per defect of subjects who use CBR. 
(t-test P < 0.0001; Mann-Whitney test P < 0.0001) 

H04: There is no difference in defect detection 
effectiveness of 3-person virtual teams, which use PBR 
inspection technique, as compared to 3-person teams, 
which use CBR inspection technique (all CBR teams, 
which were significantly different from PBR teams using 
t-test with significance level of 2.5%, exhibited higher 
defect detection effectiveness than PBR teams). 

The below hypothesis did not show significant 
results: 

H03 – There is no difference in defect detection 
effectiveness of subjects who use PBR inspection 
technique as compared to subjects who use CBR. (t-test P 
= 0.7769; Mann-Whitney test P = 0.7145) 

In other words, the results of the individual data 
analysis show that although subjects who use PBR 
technique spent 18% less time on inspection than 

subjects who use CBR technique, the cost per defect of 
PBR subjects was 39% higher.  Although the individual 
data analysis did not show reasonable difference in defect 
detection effectiveness between PBR and CBR 
inspection techniques, virtual team data analysis showed 
that CBR teams were more effective than PBR teams. 

The results of our experiment are in line with the 
results of several experiments of requirement and code 
inspections.  In [20] authors collected data from the 
software inspection experiments reported in literature.  
In total, 21 data sets from the requirements phase and 10 
data sets from code inspections were collected.  The 
comparison of the effectiveness in inspection using 
different reading techniques (Ad hoc, CBR, PBR) 
showed that CBR was more effective than other reading 
techniques.  In [7] authors reported on experiment of 
OO code inspection.  The results of this experiment 
showed, that CBR emerged as the most effective 
approach. 
 
8. Conclusion 
 

The experiment presented in this paper is focused on 
comparison of two reading techniques, CBR and PBR for 
UML design document inspection.  Experiment was run 
with 59 third year Bachelor students at the department of 
Informatics and Mathematical Science of Osaka 
University in December 2001.  The language used 
during experiment was Japanese. 

The results of the experiment indicate that time spent 
on inspection of subjects who use PBR is lower than of 
subjects who use CBR.  However, the cost per defect of 
PBR subjects is higher as compared to CBR subjects.  
Defect detection effectiveness of 3-person virtual teams 
using CBR is greater than of those using PBR in our 
experiment. 

Future research will be directed to further 
investigation of OO design document inspection. 
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