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In object-oriented programs, access modifiers are used to control the accessibility of fields and methods from other objects. Choosing appropriate access modifiers is one of the key factors for easily maintainable programming. In this paper, we propose a novel analysis method named Accessibility Excessiveness (AE) for each field and method in Java program, which is discrepancy between the access modifier declaration and its real usage. We have developed an AE analyzer - ModiChecker which analyzes each field or method of the input Java programs, and reports the excessiveness. We have applied ModiChecker to various Java programs, including several OSS, and have found that this tool is very useful to detect fields and methods with the excessive access modifiers.

1 Introduction

To realize good encapsulation in Java programs, we have to choose appropriate access modifiers of methods and fields in a class, which may be possibly accessed by other objects. However, inexperienced developers tend to set all of the access modifiers public or none as default indiscriminately.

For example, Figure 1 is a case of bad access modifier setting. Suppose that we have 2 methods: Method A and Method B in class X. Method A keeps an initialization process for Method B. It means Method A must be called before Method B is called. Otherwise, Method B can not work properly. In this case, Method B should be always called via Method A, and the access modifier of Method B should be set private. However, a novice developer might set that access modifier public without thinking seriously. In a meanwhile, other developer would want to use Method B and he/she can directly call it since the access modifier of Method B allows direct access to it. This may cause a fault due to lack of the initialization process performed by Method A.

In this example, the access modifier of Method B is public, but the current program accesses Method B from private method (Method A only in this case) and the access modifier of Method B should be private. Such discrepancy between the declared accessibility and actual usage of each method and field is called Accessibility Excessiveness (AE) here.

Existence of AE would be a bad smell of program, and it would indicate various issues on the designs and developments of program as follows.

(1) Immature Design and Programming Issue: An AE would cause unwilling access to a method or
field which should not be accessed by other objects in a latter development or maintenance phases as shown in the example. This is an issue of design and development processes from the view point of encapsulation [1]. This problem shows the immaturity and carelessness of the designer and developer.

(2) Maintenance Issue: Sometimes developer intentionally set field or method excessive for future use or for the purpose of being called from outsiders. It is not easy to distinguish whether AE is intentionally set by developer or it is a case of Issue 1, so that the maintenance of such program is not straightforward and complicated.

(3) Security Vulnerability Issue: A program with AE has potential vulnerability of its security in the sense that an attacker may access an AE field and/or method against the intention of the program designer and developer [2].

In this paper, we discuss on an AE analysis method mostly focusing on its application to Issue 1 and 2, and Issue 3 will be a further research topic.

We propose an AE analysis tool named ModiChecker, which takes a Java program as input, then analyzes and reports the excessiveness of each access modifier declared for each method and field. ModiChecker is based on static program analysis framework MASU [6][7][8], which allows a flexible composition of various analysis tools very easily.

Using ModiChecker, we have analyzed several open source software(OSS) such as Ant and jEdit. Also, MASU itself has been analyzed by ModiChecker. The analysis results show that some OSS contain many AE methods and fields, which should be set to more restrictive access modifiers.

There are some previous works related to ours. Tai Cohen studied the distribution of the number of each Java access modifier in some sample methods [3]. Security vulnerability analysis has been studied using static analysis approaches [4]. Among these researches, an issue of access modifier declaration has been discussed by Viega et al. [2], where a prototype system Jslint has been presented without any detailed explanation of its internal algorithm and architecture. Also, Jslint only gives warning for the fields/methods which are undeclared private, while our tool supports all kinds of access modifier declarations based on analyzing actual usage.

In the following, we will define AE in Section 2.

### Table 1 Accessibility Excessiveness Map

<table>
<thead>
<tr>
<th>Declaration</th>
<th>Actual Usage</th>
<th>Public</th>
<th>Protected</th>
<th>Default</th>
<th>Private</th>
</tr>
</thead>
<tbody>
<tr>
<td>Public</td>
<td>ok-pub0</td>
<td>pub1</td>
<td>pub2</td>
<td>pub3</td>
<td></td>
</tr>
<tr>
<td>Protected</td>
<td>x</td>
<td>ok-pro0</td>
<td>pro1</td>
<td>pro2</td>
<td></td>
</tr>
<tr>
<td>Default</td>
<td>x</td>
<td>x</td>
<td>ok-def0</td>
<td>def1</td>
<td></td>
</tr>
<tr>
<td>Private</td>
<td>x</td>
<td>x</td>
<td>x</td>
<td>ok-pr0</td>
<td></td>
</tr>
</tbody>
</table>

Section 3 describes ModiChecker and MASU. In Section 4, we will show our experimental results. Section 5 will conclude our discussions with a few future works.

## 2 Accessibility Excessiveness Map

Table 1 is called *Accessibility Excessiveness Map* (AE map), which lists all the cases where an AE happens. The vertical column shows the declaration of an access modifier for a method or field in the source code. The horizontal row shows its actual usage from other objects. Each element in AE map is an *AE Identifier* (*AE id*) which identifies each AE case. For example, if a method has `public` as the declaration of the access modifier, and it is accessed only by the objects of same class, the AE id is “pub3” meaning it could be set to `private`. Note that “default” means the case that there is no explicit declaration of the access modifier and it is the same as `package`.

An AE id “ok-xxx” means that there is no discrepancy between the declaration and actual usage, and it is an ideal way of quality programming. An AE id “x” means that these cases are detected as error at the compilation time and they are out of the scope of the AE analysis. An AE id in shaded cells means that the declaration is excessive one from the actual usage of the access modifier.

Purpose of the AE analysis is to identify an AE id for each method and field in the input source code. Also, we are interested in the statistic measures of AE ids for the input program, which would be important clues of program quality.

## 3 AE Analysis Tool ModiChecker

### 3.1 Approach to AE Analysis

To perform the AE analysis, we need to know the declaration of the access modifiers of each method and field of the input program. This is easily done by parsing the program. Also, we have to investigate into the actual usage of each method and field.
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For this work, we employ a static source-code analysis, which identifies other classes that may possibly access the target method or field. For these purposes, we have used a Java program analysis framework MASU [6][7][8].

MASU has been originally designed to implement pluggable multi-purpose metrics infrastructure, but it is very useful as a Java program analysis framework. MASU transforms the input Java program into an Abstract Syntax Tree (AST), and then it analyzes AST for actual usage of the methods and fields in the input.

ModiChecker is a system with 521 source files and 102,250 LOC in Java, developed based on MASU framework [8]. MASU framework itself accounts for 519 source files and 102,000 LOC in Java (41,000 LOC are automatically generated code by ANTLR [9]).

3.2 Overview of ModiChecker

Architecture

Figure 2 shows the architecture of ModiChecker. Firstly, ModiChecker reads source program and all of the required library files (normally, the library files are often in .jar files) in Java. The source code is transformed to an AST associated with various static code analysis results.

After analyzing source, we get the access modifier declaration and also usage of each field and method. From the AST database, we can easily know which class may access that method/field.

By comparing the declaration of the access modifier and real usage of the field and method, ModiChecker reports AE for each field and method.

ModiChecker treats some special cases as follow:

- ModiChecker does not give any report for methods of abstract classes or interfaces because they are overridden by the method of other classes. One more reason is that an abstract class or interface does not generate any object so that its methods will never be called and those access modifiers do not affect maintenance processes.

- In the case of a method overriding another method, the overriding method in a subclass must have an access modifier with an equal or more permissive level to the access modifier of the overridden method. ModiChecker detects such an overriding method and reports an AE id between the access modifier of the overridden method and its actual usage. For example, in Figure 3, assume that we have two classes Class A and Class B with Method A.C and Method B.C of access modifier public for both. Method B.C overrides Method A.C so ModiChecker does not report private for Method B.C even if Method B.C is actually used inside Class B only. In dynamic binding cases, if a class accesses a method of a superclass, ModiChecker will consider that class also accesses the method of all subclasses of the superclass. By this way, dynamic binding cases should not bring about any bad effect to ModiChecker analysis result.

4 Experiments and Discussions

4.1 Overview

We have conducted case studies with some open-source code projects to evaluate the AE analysis. In the evaluation, we have focused on the following points.

- The total number of each AE id is measured to evaluate how program is well designed.
- Based on the above result, we have closely
investigated the reasons of setting the access modifiers excessively. Sometime an access modifier would be intentionally set excessively by the developers for the future purpose, or sometime they would be set excessively by automatic code generator.

The target software products are 3 Java programs: MASU, Ant 1.8.2, jEdit 4.4.1.

We did these experiments on a PC workstation with the specification of OS: Windows 7 Enterprise 64bit, CPU: Intel Xeon 5160(3.00 GHZ, 2 processors), Memory: 8.0 GB.

Table 2 shows the size and running time of each experiment.

4. 2 Experiment Result

4. 2. 1 MASU

By analyzing MASU, we got the number of detected AE ids as shown in Table 3 and Table 4.

We have found 280 fields with the excessive access modifiers. Out of these 280 fields, 255 fields were identified as automatically generated code by our hand-analysis. We have interviewed the developer of MASU and asked the reason of the excessiveness of other fields. 20 fields have been found that they are intentionally set excessively for future uses. Finally, 5 fields have been identified actually excessive and those access modifiers have been changed to proper ones.

We have also found 253 methods with the excessive access modifier. And by our hand-analysis, 6 methods were found to be automatically generated code. Out of those 253 methods, 181 methods are intentionally set excessively for future uses. Finally, 66 methods have been identified actually excessive and those access modifiers have been changed to proper ones.

4. 2. 2 Ant 1.8.2

We have investigated into the newest version of Ant 1.8.2 and got the number of detected AE ids for fields and methods as shown in Table 5 and Table 6.

We have found 611 fields and 1520 methods with the excessive access modifiers. By our hand-analysis, we were unable to find any field with excessive access modifier generated by some automatic code generator.

Looking at the ratio of excessive access modifier, the ratio of excessive fields is 18.9% (shown in the shaded cells in Table 5) while ratio of excessive methods is 35.5% (shown in shaded cells in Table 6). Since a standard design strategy might be to make all fields private and to provide public getter/setter methods for them, methods has more probability to be set excessively for future use than fields. That would be the reason why the ratio of excessive methods is higher than ratio of excessive fields.
Table 7 Number of Detected AE ids for Fields in jEdit

<table>
<thead>
<tr>
<th>Declaration</th>
<th>Actual Usage</th>
<th>Public</th>
<th>Protected</th>
<th>Default</th>
<th>Private</th>
</tr>
</thead>
<tbody>
<tr>
<td>Public</td>
<td>228(9.1%)</td>
<td>100(4.5%)</td>
<td>111(4.4%)</td>
<td>163(6.5%)</td>
<td></td>
</tr>
<tr>
<td>Protected</td>
<td>x</td>
<td>23(0.9%)</td>
<td>15(0.6%)</td>
<td>51(2.0%)</td>
<td></td>
</tr>
<tr>
<td>Default</td>
<td>x</td>
<td>x</td>
<td>126(5.0%)</td>
<td>254(10.1%)</td>
<td></td>
</tr>
<tr>
<td>Private</td>
<td>x</td>
<td>x</td>
<td>x</td>
<td>1529(60.9%)</td>
<td></td>
</tr>
</tbody>
</table>

Total number of fields: 2510
Total number of fields in shaded cells: 604(24.1%)

Table 8 Number of Detected AE ids for Methods in jEdit

<table>
<thead>
<tr>
<th>Declaration</th>
<th>Actual Usage</th>
<th>Public</th>
<th>Protected</th>
<th>Default</th>
<th>Private</th>
</tr>
</thead>
<tbody>
<tr>
<td>Public</td>
<td>1224(43.5%)</td>
<td>77(2.4%)</td>
<td>544(18.7)</td>
<td>237(7.3%)</td>
<td></td>
</tr>
<tr>
<td>Protected</td>
<td>x</td>
<td>44(1.4%)</td>
<td>14(0.4%)</td>
<td>23(0.7%)</td>
<td></td>
</tr>
<tr>
<td>Default</td>
<td>x</td>
<td>x</td>
<td>233(7.2%)</td>
<td>86(2.6%)</td>
<td></td>
</tr>
<tr>
<td>Private</td>
<td>x</td>
<td>x</td>
<td>x</td>
<td>874(26.8%)</td>
<td></td>
</tr>
</tbody>
</table>

Total number of methods: 3223
Total number of methods in shaded cells: 981(30.4%)

4.2.3 jEdit 4.4.1

The result of detected AE ids for fields and methods for jEdit 4.4.1 is shown in Table 7 and Table 8.

For jEdit, we have found 604 fields and 981 methods with the excessive access modifiers. We were unable to find any field or method with excessive access modifier generated by some automatic code generator by our hand-analysis.

For jEdit 4.4.1, the ratio of excessive fields is 24.5%(shown in the shaded cells in Table 7) while the ratio of excessive methods is 30.4%(shown in the shaded cells in Table 8). Like the case of Ant 1.8.2 shown above, the ratio of excessive fields is lower than the ratio of excessive methods.

4.3 Discussions

To validate the analysis result of ModiChecker, we have changed all the excessive access modifiers of above three programs to suggested access modifiers. All the modified programs have been compiled and executed without any error. This indicates that the output report of ModiChecker is proper one in the sense that the reported excessive access modifiers can be changed to more restrictive access modifiers without causing any error.

As mentioned before, our tool gives the developer the AE analysis result for each field/method in the current target program, but it still can not make sure that some of them were intentionally set excessive for future use. Only designer and developer can identify that those fields/methods are really excessive or not. Thus, we need a tool by which a developer can select each access modifier found as excessive and to be changed to more restrictive one by her/his decision.

By using AE analysis, we could propose quality metrics in the following ways.

- We set a value called AE index for each AE id and sum up each AE index as metrics value.
- We set a value for each method and field based on the number of other classes accessing those fields and methods. Those values for each method/field are accumulated as this metrics value.

These metrics would indicate bad smell of program such as immaturity of design and implementation, low maintainability, security vulnerability, and so on. We need further experiments for the validation of effectiveness of such metrics.

The idea of using access modifier metrics would be related to our previous work [5]. In that paper, the number of each Java access modifier is used as one of the metrics for checking the similarity between Java source codes.

To recognize intentional AE fields/methods for future use without interviewing developers is not easy. As a simple estimation method, we propose the following approach which can figure out some part of the excessive fields/methods for future use, using test files associated with the target program.

The first step is checking the source files without test files and we get the result of ModiChecker for the target program itself. Then we add the test files and check them together without counting the fields/methods in test files. The excessive fields/methods found in the first step but not in the second step could be the fields/methods for future use, since they were actually accessed by the objects of test files. The test designer anticipated that those fields/methods should be access from outside the program in the future.

In this experiment we have not counted for the fields/methods which are not accessed by any objects (we would like to call them no access fields/methods). The reason of no access fields/methods might be developers’ carelessness and intentional future use. Investigating into no access fields/methods would be an interesting future research topic.
5 Conclusions

In this paper, we have proposed an analysis method named AE for each field and method in Java program, which is discrepancy between an access modifier declaration and the real usage of the field and method. We have also introduced AE Map which lists all of the cases where an AE happens.

We have developed a tool named ModiChecker, which finds excessive method/field and reports AE id of each excessive method/field. We have also used ModiChecker to analyzed several OSS such as MASU, Ant, jEdit, and found that our system is quite useful to detect fields and methods with the excessive access modifiers.

Since there is no other tool to analyze access modifiers as discussed here, we think ModiChecker will be an important tool to support quality programming in Java.

Currently we are analyzing other Java programs including industrial systems, and are trying to identify the relation between the AE analysis results and other program quality indicators such as bug frequency.
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